Node/express

![](data:image/png;base64,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)

task.js

// models/Task.js

const mongoose = require("mongoose");

const TaskSchema = new mongoose.Schema({

  id: Number,

  taskName: String

});

module.exports = mongoose.model("Task", TaskSchema);

main.js

function add(task) {

  return new Promise((resolve, reject) => {

    fetch("http://localhost:3000/api/tasks/add", {

      method: "POST",

      headers: {

        "Content-Type": "application/json"

      },

      body: JSON.stringify(task)  // Send the task directly

    })

    .then(res => res.json())

    .then(data => {

      if (data.status == "success") {

        resolve(data.data);

      } else {

        reject(data.message);

      }

    })

    .catch(err => {

      reject(err.message);

    });

  });

}

function getAllTasks() {

  return new Promise((resolve, reject) => {

    fetch("http://localhost:3000/api/tasks/getAll", {

      method: "GET",

      headers: {

        "Content-Type": "application/json"

      }

    })

    .then(res => res.json())

    .then(data => {

      if (data.status === "success") {

        resolve(data.data.taskArray);  // Corrected to match backend structure

      } else {

        reject(data.message);

      }

    })

    .catch(err => {

      reject(err.message);

    });

  });

}

function update(task) {

  return new Promise((resolve, reject) => {

    fetch("http://localhost:3000/api/tasks/update", {

      method: "PUT",

      headers: {

        "Content-Type": "application/json"

      },

      body: JSON.stringify(task)  // Send the task directly

    })

    .then(res => res.json())

    .then(data => {

      if (data.status == "success") {

        resolve(data.data);

      } else {

        reject(data.message);

      }

    })

    .catch(err => {

      reject(err.message);

    });

  });

}

function deleteTask(task) {

  return new Promise((resolve, reject) => {

    fetch("http://localhost:3000/api/tasks/delete", {

      method: "DELETE",

      headers: {

        "Content-Type": "application/json"

      },

      body: JSON.stringify(task)  // Send the task directly

    })

    .then(res => res.json())

    .then(data => {

      if (data.status == "success") {

        resolve(data.data);

      } else {

        reject(data.message);

      }

    })

    .catch(err => {

      reject(err.message);

    });

  });

}

async function main() {

  // Add tasks

  await add({ id: 1, taskName: "complete express.js" });

  await add({ id: 2, taskName: "complete node.js" });

  await add({ id: 3, taskName: "master javascript" });

  await add({ id: 4, taskName: "play with task 1, 2, 3" });

  await add({ id: 5, taskName: "learn new techstack"});

  // Fetch all tasks

  let g = await getAllTasks();

  console.log(g);  // Should print all tasks

  await update({ id: 1, taskName: "complete and nail express.js" });

  console.log( await getAllTasks());

  await deleteTask({ id: 5, taskName: "learn new techstack"});

  console.log( await getAllTasks());

}

main();

db.js

const mongoose=require("mongoose");

const connectDB=async()=>{

    try{

        await mongoose.connect("mongodb://localhost:27017/todo",{

            useNewUrlParser:true,

            useUnifiedTopology:true

        });

        console.log("MongoDB connected successfully");

      }

      catch(err){

        console.error("MongoDB connection failed",err);

      }

};

// connectDB();

module.exports=connectDB;

index.js

const express = require('express');

const connectDB = require('../Database/db');  // ✅ correct

const Task = require('../Model/task');        // ✅ correct

const app = express();

const port = 3000;

// Connect to DB

connectDB();

// Middleware to parse JSON

app.use(express.json());

// Add task

app.post("/api/tasks/add", async (req, res) => {

  try {

    const { id, taskName } = req.body;

    if (!taskName) {

      return res.status(400).json({ status: "error", message: "Task is required" });

    }

    const newTask = new Task({ id, taskName });

    await newTask.save();

    res.json({ status: "success", data: "Task added" });

  } catch (err) {

    res.status(500).json({ status: "error", message: err.message });

  }

});

// Get all tasks

app.get("/api/tasks/getAll", async (req, res) => {

  try {

    const tasks = await Task.find();

    if (tasks.length === 0) {

      return res.status(404).json({ status: "error", message: "No tasks found" });

    }

    res.json({ status: "success", data: { taskArray: tasks } });

  } catch (err) {

    res.status(500).json({ status: "error", message: err.message });

  }

});

// Update task

app.put("/api/tasks/update", async (req, res) => {

  try {

    const { id, taskName } = req.body;

    if (!taskName) {

      return res.status(400).json({ status: "error", message: "Task is required" });

    }

    const updated = await Task.findOneAndUpdate({ id }, { taskName }, { new: true });

    if (!updated) {

      return res.status(404).json({ status: "error", message: "Task not found" });

    }

    res.json({ status: "success", data: "Task updated" });

  } catch (err) {

    res.status(500).json({ status: "error", message: err.message });

  }

});

// Delete task

app.delete("/api/tasks/delete", async (req, res) => {

  try {

    const { id } = req.body;

    const result = await Task.deleteOne({ id });

    if (result.deletedCount === 0) {

      return res.status(404).json({ status: "error", message: "Task not found" });

    }

    res.json({ status: "success", data: "Task deleted" });

  } catch (err) {

    res.status(500).json({ status: "error", message: err.message });

  }

});

// Start server

app.listen(port, () => {

  console.log(`Server is running on port ${port}`);

});

Without databse

// Add task

function add(task) {

  return fetch("http://localhost:3000/api/tasks/add", {

    method: "POST",

    headers: { "Content-Type": "application/json" },

    body: JSON.stringify(task)

  })

  .then(res => res.json());

}

// Get all tasks

function getAllTasks() {

  return fetch("http://localhost:3000/api/tasks/getAll")

    .then(res => res.json())

    .then(data => data.data.taskArray);

}

// Update task

function updateTask(task) {

  return fetch("http://localhost:3000/api/tasks/update", {

    method: "PUT",

    headers: { "Content-Type": "application/json" },

    body: JSON.stringify(task)

  })

  .then(res => res.json());

}

// Delete task

function deleteTask(task) {

  return fetch("http://localhost:3000/api/tasks/delete", {

    method: "DELETE",

    headers: { "Content-Type": "application/json" },

    body: JSON.stringify(task)

  })

  .then(res => res.json());

}

// Main function

async function main() {

  await add({ id: 1, taskName: "complete express.js" });

  await add({ id: 2, taskName: "complete node.js" });

  await add({ id: 3, taskName: "master javascript" });

  await add({ id: 4, taskName: "play with 1, 2, 3" });

  await add({ id: 5, taskName: "Learn a new techstack" });

  // console.log("After Adding:");

  console.log(await getAllTasks());

  await updateTask({ id: 5, taskName: "Build full stack TODO app" });

  console.log("After Updating:");

  console.log(await getAllTasks());

  await deleteTask({ id: 5});

  console.log("After Deletion:");

  console.log(await getAllTasks());

}

main();

// Add task

function add(task) {

  return fetch("http://localhost:3000/api/tasks/add", {

    method: "POST",

    headers: { "Content-Type": "application/json" },

    body: JSON.stringify(task)

  })

  .then(res => res.json());

}

// Get all tasks

function getAllTasks() {

  return fetch("http://localhost:3000/api/tasks/getAll")

    .then(res => res.json())

    .then(data => data.data.taskArray);

}

// Update task

function updateTask(task) {

  return fetch("http://localhost:3000/api/tasks/update", {

    method: "PUT",

    headers: { "Content-Type": "application/json" },

    body: JSON.stringify(task)

  })

  .then(res => res.json());

}

// Delete task

function deleteTask(task) {

  return fetch("http://localhost:3000/api/tasks/delete", {

    method: "DELETE",

    headers: { "Content-Type": "application/json" },

    body: JSON.stringify(task)

  })

  .then(res => res.json());

}

// Main function

async function main() {

  await add({ id: 1, taskName: "complete express.js" });

  await add({ id: 2, taskName: "complete node.js" });

  await add({ id: 3, taskName: "master javascript" });

  await add({ id: 4, taskName: "play with 1, 2, 3" });

  await add({ id: 5, taskName: "Learn a new techstack" });

  // console.log("After Adding:");

  console.log(await getAllTasks());

  await updateTask({ id: 5, taskName: "Build full stack TODO app" });

  console.log("After Updating:");

  console.log(await getAllTasks());

  await deleteTask({ id: 5});

  console.log("After Deletion:");

  console.log(await getAllTasks());

}

main();

======================================================================